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**Berkeley DB**

[Margo Seltzer](http://www.aosabook.org/en/intro1.html#seltzer-margo) and [Keith Bostic](http://www.aosabook.org/en/intro1.html#bostic-keith) 玛戈・舒尔茨 和凯斯・波斯蒂克

Conway's Law states that a design reflects the structure of the organization that produced it. Stretching that a bit, we might anticipate that a software artifact designed and initially produced by two people might somehow reflect, not merely the structure of the organization, but the internal biases and philosophies each brings to the table. One of us (Seltzer) has spent her career between the worlds of filesystems and database management systems. If questioned, she'll argue the two are fundamentally the same thing, and furthermore, operating systems and database management systems are essentially both resource managers and providers of convenient abstractions. The differences are "merely" implementation details. The other (Bostic) believes in the tool-based approach to software engineering and in the construction of components based on simpler building blocks, because such systems are invariably superior to monolithic architectures in the important "-bilities": understandability, extensibility, maintainability, testability, and flexibility.

康威法则（Conway’s law）说明了设计反映了产生它的组织的结构。展开来说，我们也许会预见一款由两个人设计和完成最初制作的软件不仅会在一定程度上反映组织的结构，还会反映每一位带来的内在偏见和哲学理念。我们中的一位（Seltzer）在文件系统和数据库管理系统的世界中度过她的职业生涯。如果被问及于此，她会辩解说此二者基本上是等同物，进一步地，操作系统和数据库管理系统实质上都既是资源管理器又是便利抽象层的提供者。它们的区别“仅仅”在于实现的细节。另一位（Bostic）则信仰软件工程中基于工具的方法和基于简单构造块的组件构建方法，因为这样的系统在各种重要“能力”方面总是优于单体式体系结构：可理解性、可扩展性、可维护性、可测试性和灵活性。

When you combine those two perspectives, it's not surprising to learn that together we spent much of the last two decades working on Berkeley DB—a software library that provides fast, flexible, reliable and scalable data management. Berkeley DB provides much of the same functionality that people expect from more conventional systems, such as relational databases, but packages it differently. For example, Berkeley DB provides fast data access, both keyed and sequential, as well as transaction support and recovery from failure. However, it provides those features in a library that links directly with the application that needs those services, rather than being made available by a standalone server application.

当把这两种理念结合起来，你就不会奇怪我们花了过去二十年间的大部分时光共事于Berkeley DB（一个提供高速、灵活、可靠和可扩展的数据管理的软件库）了。Berkeley DB提供了人们所期待的传统系统（例如关系型数据库）中的大多数的同样功能，但是打包方式不同。例如，Berkeley DB提供了按键值的和按顺序的两种快速数据访问，同时还有事务支持和故障恢复。但是，它以库的形式提供这些特性，与需要这些服务的应用程序链接到一起，而不是作为一个独立的服务器应用提供服务。

In this chapter, we'll take a deeper look at Berkeley DB and see that it is composed of a collection of modules, each of which embodies the Unix "do one thing well" philosophy. Applications that embed Berkeley DB can use those components directly or they can simply use them implicitly via the more familiar operations to get, put, and delete data items. We'll focus on architecture—how we got started, what we were designing, and where we've ended up and why. Designs can (and certainly will!) be forced to adapt and change—what's vital is maintaining principles and a consistent vision over time. We will also briefly consider the code evolution of long-term software projects. Berkeley DB has over two decades of on-going development, and that inevitably takes its toll on good design.

在本章中，我们将要更深入地观察Berkeley DB，看到它由一组模块组成，每个模块都体现了Unix的“把一件事做好”的哲学。嵌入了Berkeley DB的应用程序能够直接使用这些模块或者通过更加熟悉的操作获取、存放和删除数据项来间接使用它们。我们将集中关注体系结构——我们是如何开始的，我们设计了什么，我们在哪结束了以及为什么。设计能够（而且一定将要）被强迫去适应和改变——重要的是随时间的推移而维护原则和一致的愿景。我们也将简要的谈及长期软件项目的代码演进。Berkeley DB有超过20年的持续开发，这难免会给好的设计造成负面影响。

***4.1. In the Beginning 开端***

Berkeley DB dates back to an era when the Unix operating system was proprietary to AT&T and there were hundreds of utilities and libraries whose lineage had strict licensing constraints. Margo Seltzer was a graduate student at the University of California, Berkeley, and Keith Bostic was a member of Berkeley's Computer Systems Research Group. At the time, Keith was working on removing AT&T's proprietary software from the Berkeley Software Distribution.

Berkeley DB起源于Unix操作系统还专属于AT&T的时代。那时有几百种实用工具和函数库的血统还带有严格的许可限制。Margo Seltzer那时是加州大学伯克利分校的研究生，Keith Bostic是伯克利计算机系统研究组的一员。当时Keith正在从伯克利软件发行版（BSD）中删除AT&T的专属软件。

The Berkeley DB project began with the modest goal of replacing the in-memory hsearch hash package and the on-disk dbm/ndbm hash packages with a new and improved hash implementation able to operate both in-memory and on disk, as well as be freely redistributed without a proprietary license. The hash library that Margo Seltzer wrote [[SY91](http://www.aosabook.org/en/bib1.html#bib:seltzer:hash)] was based on Litwin's Extensible Linear Hashing research. It boasted a clever scheme allowing a constant time mapping between hash values and page addresses, as well as the ability to handle large data—items larger than the underlying hash bucket or filesystem page size, typically four to eight kilobytes.

Berkeley DB项目开始于一个适度的目标——用一个新的、改进的、可同时支持内存和磁盘操作的哈希实现来替代内存哈希软件包hsearch和磁盘哈希软件包dbm/ndbm，以及允许不带专有许可的自由分发。Margo Seltzer写的哈希库 [[SY91](http://www.aosabook.org/en/bib1.html#bib:seltzer:hash)] 基于Litwin的可扩展线性哈希研究成果。它宣称采用了一种聪明的方法来达到哈希值和页面地址之间的常量时间映射，以及处理较大数据的能力——大于底层的哈希桶或文件系统页大小的项，通常是4到8KB。

If hash tables were good, then Btrees and hash tables would be better. Mike Olson, also a graduate student at the University of California, Berkeley, had written a number of Btree implementations, and agreed to write one more. The three of us transformed Margo's hash software and Mike's Btree software into an access-method-agnostic API, where applications reference hash tables or Btrees via database handles that had handle methods to read and modify data.

如果哈希表很好，那么B树加上哈希表将会更好。Mike Olson，也是加州大学伯克利分校的研究生，曾写过一些B树的实现，同意再写一个。我们三个人把Margo的哈希软件和Mike的B树软件转换成了一套和存取方法无关的API，应用程序通过数据库句柄来引用哈希表或B树，句柄带有读取或修改数据的处理方法。

Building on these two access methods, Mike Olson and Margo Seltzer wrote a research paper ([[SO92](http://www.aosabook.org/en/bib1.html#bib:seltzer:libtp)]) describing LIBTP, a programmatic transactional library that ran in an application's address space.

基于这两种存取方法，Mike Olson和Marge Seltzer写了一篇关于LIBTP（一个运行于应用程序地址空间的可编程事务函数库）的研究论文（([[SO92](http://www.aosabook.org/en/bib1.html#bib:seltzer:libtp)]）。

The hash and Btree libraries were incorporated into the final 4BSD releases, under the name Berkeley DB 1.85. Technically, the Btree access method implements a B+link tree, however, we will use the term Btree for the rest of this chapter, as that is what the access method is called. Berkeley DB 1.85's structure and APIs will likely be familiar to anyone who has used any Linux or BSD-based system.

这套哈希和B树函数库以Berkeley DB 1.85的名称被集成到了最终的4BSD发行版中。从技术上看，该B树存取方法实现的是B+ link树，不过在本章的后续部分我们将采用B树一词，因为它是存取方法的名称。Berkeley DB 1.85的结构和API对用过Linux或BSD衍生系统的人而言很可能比较熟悉。

The Berkeley DB 1.85 library was quiescent for a few years, until 1996 when Netscape contracted with Margo Seltzer and Keith Bostic to build out the full transactional design described in the LIBTP paper and create a production-quality version of the software. This effort produced the first transactional version of Berkeley DB, version 2.0.

Berkeley DB 1.85沉寂了一些年，直到1996年Netscape与Margo Seltzer和Keith Bostic签约来实现LIBTP论文中描述的全部事务设计并且实现一个生产质量级的版本。这项工作产生了Berkeley DB的第一个事务性版本，版本2.0。

The subsequent history of Berkeley DB is a simpler and more traditional timeline: Berkeley DB 2.0 (1997) introduced transactions to Berkeley DB; Berkeley DB 3.0 (1999) was a re-designed version, adding further levels of abstraction and indirection to accommodate growing functionality. Berkeley DB 4.0 (2001) introduced replication and high availability, and Oracle Berkeley DB 5.0 (2010) added SQL support.

Berkeley DB的后续历史就是一个更简单、传统的大事年表了：Berkeley DB 2.0（1997）引入了事务；Berkeley DB 3.0 （1999）是一个重新设计的版本，增加了更多级别的抽象和间接性以支持不断增长的功能；Berkeley DB 4.0 （2001）引入了复制和高可用；Oracle Berkeley DB 5.0 （2010）增加了SQL支持。

At the time of writing, Berkeley DB is the most widely used database toolkit in the world, with hundreds of millions of deployed copies running in everything from routers and browsers to mailers and operating systems. Although more than twenty years old, the Berkeley DB tool-based and object-oriented approach has allowed it to incrementally improve and re-invent itself to match the requirements of the software using it.

在写作本文的时候，Berkeley DB 是世界上使用最广泛的数据库工具集，有几亿份部署的拷贝运行在从路由器、浏览器、邮件系统到操作系统的各种系统中。虽然已经有超过20年的历史了，Berkeley DB 基于工具和面向对象的设计方法使得它可以增量改进和重构以满足使用它的软件的需求。

***Design Lesson 1 设计教训1***

It is vital for any complex software package's testing and maintenance that the software be designed and built as a cooperating set of modules with well-defined API boundaries. The boundaries can (and should!) shift as needs dictate, but they always need to be there. The existence of those boundaries prevents the software from becoming an unmaintainable pile of spaghetti. Butler Lampson once said that all problems in computer science can be solved by another level of indirection. More to the point, when asked what it meant for something to be object-oriented, Lampson said it meant being able to have multiple implementations behind an API. The Berkeley DB design and implementation embody this approach of permitting multiple implementations behind a common interface, providing an object-oriented look and feel, even though the library is written in C.

对任何复杂的软件包的测试和维护来说，将其设计和构建成带有良好定义的API边界的、一组互相协作的模块至关重要。在有需求时，这些边界能够（而且必须！）移动，但是边界总得存在。这些边界的存在可以防止软件变成一堆不可维护的意大利面条。Butler Lampson曾说过，计算机科学中的所有问题都可以通过添加一个间接层来解决。更确切的是，当被问及面向对象的东西是什么意思时，Lampson说这意味着能够在一套API之后有多种实现。Berkeley DB的设计和实现体现了这种同一套接口之后允许多种实现的方法，提供了面向对象的观感，虽然函数库是用C实现的。

***4.2. Architectural Overview 体系结构概述***

In this section, we'll review the Berkeley DB library's architecture, beginning with LIBTP, and highlight key aspects of its evolution.

本节我们将从LIBTP开始回顾Berkeley DB的体系结构，强调它演进中的关键问题。

[Figure 4.1](http://www.aosabook.org/en/bdb.html#fig.bdb.libtp), which is taken from Seltzer and Olson's original paper, illustrates the original LIBTP architecture, while [Figure 4.2](http://www.aosabook.org/en/bdb.html#fig.bdb.bdb20) presents the Berkeley DB 2.0 designed architecture.

图4.1摘自Seltzer和Olson的原始论文，说明了原先的LIBTP体系结构；而图4.2则展现了Berkeley DB 2.0设计时的体系结构。
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Figure 4.1: Architecture of the LIBTP Prototype System 图4.1：LIBTP原型系统的体系结构
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Figure 4.2: Intended Architecture for Berkeley DB-2.0. 图4.2：Berkeley DB 2.0预期的体系结构

The only significant difference between the LIBTP implementation and the Berkeley DB 2.0 design was the removal of the process manager. LIBTP required that each thread of control register itself with the library and then synchronized the individual threads/processes rather than providing subsystem level synchronization. As is discussed in [Section 4.4](http://www.aosabook.org/en/bdb.html#sec.bdb.int), that original design might have served us better.

LIBTP实现和Berkeley DB 2.0设计之间唯一显著的区别是删除了进程管理器（process manager）。LIBTP要求每个线程注册到库中，然后同步各个线程/进程，而不是提供子系统级的同步。正如4.4节中讨论的那样，原先的设计可能更好。
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Figure 4.3: Actual Berkeley DB 2.0.6 Architecture. 图4.3：实际的Berkeley DB 2.0.6体系结构

The difference between the design and the actual released db-2.0.6 architecture, shown in [Figure 4.3](http://www.aosabook.org/en/bdb.html#fig.bdb.bdbact), illustrates the reality of implementing a robust recovery manager. The recovery subsystem is shown in gray. Recovery includes both the driver infrastructure, depicted in the recovery box, as well as a set of recovery redo and undo routines that recover the operations performed by the access methods. These are represented by the circle labelled "access method recovery routines." There is a consistent design to how recovery is handled in Berkeley DB 2.0 as opposed to hand-coded logging and recovery routines in LIBTP particular to specific access methods. This general purpose design also produces a much richer interface between the various modules.

设计和实际发布的Berkeley DB 2.0.6（见图4.3）在体系结构上的区别体现在后者实现了一个强壮的恢复管理器（recovery manager）。恢复子系统在图中用灰色表示。恢复既包括用recovery框表示的驱动结构，也包括用于恢复存取方法所执行操作的重做（redo）和撤销（undo）例程的集合。这些在图中用“access method recovery routines”标注的椭圆形表示。与LIBTP中针对特定存取方法编写日志和恢复例程不同，Berkeley DB 2.0中对恢复的处理是一种一致的设计。这个通用的设计也产生了不同模块间更丰富的接口。

[Figure 4.4](http://www.aosabook.org/en/bdb.html#fig.bdb.bdb50) illustrates the Berkeley DB-5.0.21 architecture. The numbers in the diagram reference the APIs listed in the table in [Table 4.1](http://www.aosabook.org/en/bdb.html#tbl.bdb.apitab). Although the original architecture is still visible, the current architecture shows its age with the addition of new modules, the decomposition of old modules (e.g., log has become log and dbreg), and a significant increase in the number of intermodule APIs).

图4.4展现了Berkeley DB 5.0.21的体系结构。图中的数字表示表4.1中列出的API。虽然仍可以看出原始的体系结构的样子，当前的体系结构体现了新模块的增加，旧模块的分解（例如log变成了log和dbreg），以及模块间API的显著增加。

Over a decade of evolution, dozens of commercial releases, and hundreds of new features later, we see that the architecture is significantly more complex than its ancestors. The key things to note are: First, replication adds an entirely new layer to the system, but it does so cleanly, interacting with the rest of the system via the same APIs as does the historical code. Second, the log module is split into log and dbreg (database registration). This is discussed in more detail in [Section 4.8](http://www.aosabook.org/en/bdb.html#sec.bdb.log). Third, we have placed all inter-module calls into a namespace identified with leading underscores, so that applications won't collide with our function names. We discuss this further in Design Lesson 6.

经过十年多的演进，几十个商业发布，以及几百个新特性的增加之后，我们看到体系结构明显比以前更复杂了。值得注意的关键点是：首先，复制（replication）在系统中增加了全新的一层，不过做得很清晰，就像前期的代码一样通过同样的API与系统的其他部分交互。其次，log模块被分成了log和dbreg（database registration）。在4.8节对此有更详细的描述。第三，我们把所有模块间的调用放到了一个以下划线打头的命名空间内，这样应用软件就不会与我们的函数名冲突了。我们在设计教训6中对此进一步讨论。

Fourth, the logging subsystem's API is now cursor based (there is no log\_get API; it is replaced by the log\_cursor API). Historically, Berkeley DB never had more than one thread of control reading or writing the log at any instant in time, so the library had a single notion of the current seek pointer in the log. This was never a good abstraction, but with replication it became unworkable. Just as the application API supports iteration using cursors, the log now supports iteration using cursors. Fifth, the fileop module inside of the access methods provides support for transactionally protected database create, delete, and rename operations. It took us multiple attempts to make the implementation palatable (it is still not as clean as we would like), and after reworking it numerous time, we pulled it out into its own module.

第四，日志子系统的API现在是基于游标的了（API log\_get不复存在，代之以API log\_cursor）。过去，Berkeley DB中在同一时刻读写日志的线程从来就没有多于一个，因此函数库中只有一个日志的当前扫描指针。这从来都不是一个好的抽象（但还可以工作），但有了复制之后它变得不可用了。就像应用层API用游标实现循环一样，日志现在也通过游标来支持循环了。第五，存取方法中的fileop模块提供了事务保护的数据库创建、删除和重命名操作。我们尝试了多次以使得实现使人满意（它仍然不是我们期望的那样清晰），在许多次改造之后，我们把它抽成一个独立的模块。

***Design Lesson 2 设计教训2***

A software design is simply one of several ways to force yourself to think through the entire problem before attempting to solve it. Skilled programmers use different techniques to this end: some write a first version and throw it away, some write extensive manual pages or design documents, others fill out a code template where every requirement is identified and assigned to a specific function or comment. For example, in Berkeley DB, we created a complete set of Unix-style manual pages for the access methods and underlying components before writing any code. Regardless of the technique used, it's difficult to think clearly about program architecture after code debugging begins, not to mention that large architectural changes often waste previous debugging effort. Software architecture requires a different mind set from debugging code, and the architecture you have when you begin debugging is usually the architecture you'll deliver in that release.

软件设计绝对是迫使你自己在试图解决问题前通盘考虑整个问题的几种方法之一。有经验的程序员采用不同的技术来达到这个目的：有些先写第一版然后扔掉，有些写出大量的手册或设计文档，其他的则设计出代码模板并识别出每个需求，分派到一个具体的函数或一段注释。例如，在Berkeley DB中，我们在写代码之前为存取方法和底层模块创建了一份完整的Unix风格的手册。不管采用的具体技术如何，在代码调试开始后都很难想清楚程序的体系结构，更不要说大的体系结构变化通常会浪费前期的调试努力。软件体系结构设计需要一种与代码调试不同的思维方式，当你开始调试时的软件体系结构通常就是你在该版本中将会交付的结构。

![[Berkeley DB-5.0.21 Architecture]](data:image/png;base64,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)

Figure 4.4: Berkeley DB-5.0.21 Architecture 图4.4：Berkeley DB 5.0.21的体系结构

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Application APIs** | | | | |
|  | | | | |
| **1. DBP handle operations** | | **2. DB\_ENV Recovery** | | **3. Transaction APIs** |
| open | | open(… DB\_RECOVER …) | | DB\_ENV->txn\_begin |
| get | |  | | DB\_TXN->abort |
| put | |  | | DB\_TXN->commit |
| del | |  | | DB\_TXN->prepare |
| cursor | |  | |  |
|  | | | | |
| **APIs Used by the Access Methods** | | | | |
|  | | | | |
| **4. Into Lock** | **5. Into Mpool** | **6. Into Log** | **7. Into Dbreg** |  |
| \_\_lock\_downgrade | \_\_memp\_nameop | \_\_log\_print\_record | \_\_dbreg\_setup |  |
| \_\_lock\_vec | \_\_memp\_fget |  | \_\_dbreg\_net\_id |  |
| \_\_lock\_get | \_\_memp\_fput |  | \_\_dbreg\_revoke |  |
| \_\_lock\_put | \_\_memp\_fset |  | \_\_dbreg\_teardown |  |
|  | \_\_memp\_fsync |  | \_\_dbreg\_close\_id |  |
|  | \_\_memp\_fopen |  | \_\_dbreg\_log\_id |  |
|  | \_\_memp\_fclose |  |  |  |
|  | \_\_memp\_ftruncate |  |  |  |
|  | \_\_memp\_extend\_freelist |  |  |  |
|  | | | | |
| **Recovery APIs** | | | | |
|  | | | | |
| **8. Into Lock** | **9. Into Mpool** | **10. Into Log** | **11. Into Dbreg** | **12. Into Txn** |
| \_\_lock\_getlocker | \_\_memp\_fget | \_\_log\_compare | \_\_dbreg\_close\_files | \_\_txn\_getckp |
| \_\_lock\_get\_list | \_\_memp\_fput | \_\_log\_open | \_\_dbreg\_mark\_restored | \_\_txn\_checkpoint |
|  | \_\_memp\_fset | \_\_log\_earliest | \_\_dbreg\_init\_recover | \_\_txn\_reset |
|  | \_\_memp\_nameop | \_\_log\_backup |  | \_\_txn\_recycle\_id |
|  |  | \_\_log\_cursor |  | \_\_txn\_findlastckp |
|  |  | \_\_log\_vtruncate |  | \_\_txn\_ckp\_read |
|  | | | | |
| **APIs Used by the Transaction Module** | | | | |
|  | | | | |
| **13. Into Lock** | **14. Into Mpool** | **15. Into Log** | **16. Into Dbreg** |  |
| \_\_lock\_vec | \_\_memp\_sync | \_\_log\_cursor | \_\_dbreg\_invalidate\_files |  |
| \_\_lock\_downgrade | \_\_memp\_nameop | \_\_log\_current\_lsn | \_\_dbreg\_close\_files |  |
|  |  |  | \_\_dbreg\_log\_files |  |
|  | | | | |
| **API Into the Replication System** | | | | |
|  | | | | |
|  |  | **17. From Log** |  | **18. From Txn** |
|  |  | \_\_rep\_send\_message |  | \_\_rep\_lease\_check |
|  |  | \_\_rep\_bulk\_message |  | \_\_rep\_txn\_applied |
|  |  |  |  | \_\_rep\_send\_message |
|  | | | | |
| **API From the Replication System** | | | | |
|  | | | | |
| **19. Into Lock** | **20. Into Mpool** | **21. Into Log** | **22. Into Dbreg** | **23. Into Txn** |
| \_\_lock\_vec | \_\_memp\_fclose | \_\_log\_get\_stable\_lsn | \_\_dbreg\_mark\_restored | \_\_txn\_recycle\_id |
| \_\_lock\_get | \_\_memp\_fget | \_\_log\_cursor | \_\_dbreg\_invalidate\_files | \_\_txn\_begin |
| \_\_lock\_id | \_\_memp\_fput | \_\_log\_newfile | \_\_dbreg\_close\_files | \_\_txn\_recover |
|  | \_\_memp\_fsync | \_\_log\_flush |  | \_\_txn\_getckp |
|  |  | \_\_log\_rep\_put |  | \_\_txn\_updateckp |
|  |  | \_\_log\_zero |  |  |
|  |  | \_\_log\_vtruncate |  |  |

Table 4.1: Berkeley DB 5.0.21 APIs 表4.1：Berkeley DB 5.0.21的API

Why architect the transactional library out of components rather than tune it to a single anticipated use? There are three answers to this question. First, it forces a more disciplined design. Second, without strong boundaries in the code, complex software packages inevitably degenerate into unmaintainable piles of glop. Third, you can never anticipate all the ways customers will use your software; if you empower users by giving them access to software components, they will use them in ways you never considered.

为什么把事务函数库设计成多个模块而不是为单一用途优化？针对这个问题有三个答案。首先，它促使一个更严谨的设计。其次，代码中若没有明显的边界，复杂的软件包必然会恶化成为一堆不可维护的东西。第三，你不可能预见用户使用你的软件的所有方式，如果你授权用户访问软件的内部模块，他们将会用你从未想到过的方式来使用这些模块。

In subsequent sections we'll consider each component of Berkeley DB, understand what it does and how it fits into the larger picture.

在随后的章节中，我们会讨论Berkeley DB中的每个组件，理解它做了什么以及它在整个系统中的位置。

***4.3. The Access Methods: Btree, Hash, Recno, Queue 存取方法：B树、哈希、记录号和队列***

The Berkeley DB access methods provide both keyed lookup of, and iteration over, variable and fixed-length byte strings. Btree and Hash support variable-length key/value pairs. Recno and Queue support record-number/value pairs (where Recno supports variable-length values and Queue supports only fixed-length values).

Berkeley DB的存取方法同时提供了基于变长和定长字节串的按键值查找和循环。B树和哈希支持变长的键/值对。记录号和队列支持记录号/值对（其中记录号支持变长值而队列仅支持定长值）。

Notes：Btree、Hash、Recno、Queue在这里属于专用名词，保留英文似乎更好。

The main difference between Btree and Hash access methods is that Btree offers locality of reference for keys, while Hash does not. This implies that Btree is the right access method for almost all data sets; however, the Hash access method is appropriate for data sets so large that not even the Btree indexing structures fit into memory. At that point, it's better to use the memory for data than for indexing structures. This trade-off made a lot more sense in 1990 when main memory was typically much smaller than today.

B树和哈希存取方法之间的主要区别在于B树提供了键值引用的局部性，而哈希则没有。这意味着对几乎所有的数据集B树都是合适的存取方法，而哈希存取方法则适合于大到连B树索引都在内存中放不下的数据集。此时，把内存用来存放数据比存放索引要更好。1990年那时的内存比今天要小很多，这种权衡显得更有道理。

The difference between Recno and Queue is that Queue supports record-level locking, at the cost of requiring fixed-length values. Recno supports variable-length objects, but like Btree and Hash, supports only page-level locking.

记录号和队列之间的差别在于队列以只支持定长值为代价来支持记录级锁定；记录号支持变长对象，但和B树以及哈希一样，仅支持页级锁定。

We originally designed Berkeley DB such that the CRUD functionality (create, read, update and delete) was key-based and the primary interface for applications. We subsequently added cursors to support iteration. That ordering led to the confusing and wasteful case of largely duplicated code paths inside the library. Over time, this became unmaintainable and we converted all keyed operations to cursor operations (keyed operations now allocate a cached cursor, perform the operation, and return the cursor to the cursor pool). This is an application of one of the endlessly-repeated rules of software development: don't optimize a code path in any way that detracts from clarity and simplicity until you know that it's necessary to do so.

我们最初把Berkeley DB设计成CRUD功能（创建、读取、更新和删除）是基于键的，而且是给应用的主要接口。后来我们增加了游标以支持循环。这个需求导致了函数库中大量的重复代码，造成了混乱和资源浪费。随着时间的推移，这变得不可维护，我们把所有基于键的操作都转换成了游标操作（现在，基于键的操作会分配一个缓存的游标，执行操作，然后将游标返回到游标池）。这是软件开发中不断重复的规则之一的应用：在你知道必须去做之前，不要以任何方式优化一条减少清晰度和简洁性的代码路径。

***Design Lesson 3 设计教训3***

Software architecture does not age gracefully. Software architecture degrades in direct proportion to the number of changes made to the software: bug fixes corrode the layering and new features stress design. Deciding when the software architecture has degraded sufficiently that you should re-design or re-write a module is a hard decision. On one hand, as the architecture degrades, maintenance and development become more difficult and at the end of that path is a legacy piece of software maintainable only by having an army of brute-force testers for every release, because nobody understands how the software works inside. On the other hand, users will bitterly complain over the instability and incompatibilities that result from fundamental changes. As a software architect, your only guarantee is that someone will be angry with you no matter which path you choose.

软件体系结构不会优雅地老化。软件体系结构的退化与软件本身的改动数量成正比：缺陷修复会腐蚀软件的层次，新特性会使设计产生应力。确定什么时候软件体系结构退化到该重新设计或重写一个模块是一个很难的决定。一方面，在设计退化时，维护和开发变得更困难，最终变成一个老化的软件。它的每次发布只能靠一群暴力测试者来维持。因为没有人知道该软件内部是怎么工作的。另一方面，用户会强烈抱怨根本性改动带来的不稳定和不兼容。作为一个软件架构师，你唯一的保证是无论选择那条路，总有人对你不满。

We omit detailed discussions of the Berkeley DB access method internals; they implement fairly well-known Btree and hashing algorithms (Recno is a layer on top of the Btree code, and Queue is a file block lookup function, albeit complicated by the addition of record-level locking).

我们略去了对Berkeley DB存取方法内部的详细讨论。他们实现了众所周知的B树和哈希算法（记录号是B树代码之上的一层；队列是一个文件块查找功能，尽管它被记录级锁定弄复杂了。）

***4.4. The Library Interface Layer 函数库的接口层***

Over time, as we added additional functionality, we discovered that both applications and internal code needed the same top-level functionality (for example, a table join operation uses multiple cursors to iterate over the rows, just as an application might use a cursor to iterate over those same rows).

随着时间的推移，我们增加了更多的功能，发现应用程序和内部代码都需要相同的上层功能（例如内部的表连接操作要用到多个游标来遍历行，应用程序也会用游标来遍历同样这些行。）

***Design Lesson 4 设计教训4***

It doesn't matter how you name your variables, methods, functions, or what comments or code style you use; that is, there are a large number of formats and styles that are "good enough." What does matter, and matters very much, is that naming and style be consistent. Skilled programmers derive a tremendous amount of information from code format and object naming. You should view naming and style inconsistencies as some programmers investing time and effort to lie to the other programmers, and vice versa. Failing to follow house coding conventions is a firing offense.

你怎么命名变量、方法和函数，采用什么注释或代码风格并不重要；也就是说有大量的格式和风格“足够好”。重要和非常重要的是命名和风格保持一致。有经验的程序员从代码格式和对象命名中得到大量信息。你应当将命名和风格的不一致视为某些程序员将时间和精力花费来欺骗另外的程序员，反之亦然。不能遵循内部编码规范是一种该被解雇的行为。

For this reason, we decomposed the access method APIs into precisely defined layers. These layers of interface routines perform all of the necessary generic error checking, function-specific error checking, interface tracking, and other tasks such as automatic transaction management. When applications call into Berkeley DB, they call the first level of interface routines based on methods in the object handles. (For example, \_\_dbc\_put\_pp, is the interface call for the Berkeley DB cursor "put" method, to update a data item. The "\_pp" is the suffix we use to identify all functions that an application can call.)

正因如此，我们把存取方法的API分拆为准确定义的层次。这些接口例程层处理所有必要的通用错误检查，函数特有的错误检查，接口追踪以及其他如自动事务管理等任务。当应用程序调用进Berkeley DB时，它们调用的是基于对象句柄内的方法的第一层接口例程（例如Berkeley DB游标的“put”方法就是调用\_\_dbc\_put\_pp接口来更新数据项的）。我们用后缀“\_pp”来标识所有可以被应用程序调用的函数。

One of the Berkeley DB tasks performed in the interface layer is tracking what threads are running inside the Berkeley DB library. This is necessary because some internal Berkeley DB operations may be performed only when no threads are running inside the library. Berkeley DB tracks threads in the library by marking that a thread is executing inside the library at the beginning of every library API and clearing that flag when the API call returns. This entry/exit checking is always performed in the interface layer, as is a similar check to determine if the call is being performed in a replicated environment.

Berkeley DB的接口层处理的任务之一是追踪哪些线程正在Berkeley DB库内运行。这是必要的，因为有些内部的Berkeley DB操作只可以在库内没有线程运行时被执行。Berkeley DB通过在每个库API开始时标记线程在库内运行，在API调用返回时清除标记来追踪线程。这些进入/退出检查总是在接口层进行检查，与此类似的是检查调用是否在复制环境中执行。

The obvious question is "why not pass a thread identifier into the library, wouldn't that be easier?" The answer is yes, it would be a great deal easier, and we surely wish we'd done just that. But, that change would have modified every single Berkeley DB application, most of every application's calls into Berkeley DB, and in many cases would have required application re-structuring.

很明显的一个问题是“为什么不传递一个线程标识符到函数库，这难道不是更简单吗？”答案是肯定的，那将容易很多，我们当然希望已经那么做了。可是，这种变化将导致每个Berkeley DB应用程序，以及每个应用程序中对Berkeley DB的大部分调用，这在大部分情况下需要应用程序的重构。

***Design Lesson 5 设计教训5***

Software architects must choose their upgrade battles carefully: users will accept minor changes to upgrade to new releases (if you guarantee compile-time errors, that is, obvious failures until the upgrade is complete; upgrade changes should never fail in subtle ways). But to make truly fundamental changes, you must admit it's a new code base and requires a port of your user base. Obviously, new code bases and application ports are not cheap in time or resources, but neither is angering your user base by telling them a huge overhaul is really a minor upgrade.

软件架构师必须慎重选择升级路径：用户会接受小的改动来升级到新的版本（如果你保证升级期间只出现编译时错误也就是明显的错误；升级的变化绝不应该导致难以理解的失败。）但是要做出真正根本性的变化，你必须承认这是一个新的基础代码，所以需要现有用户的移植。显然，新的基础代码和应用移植在时间或资源上算都不便宜，但是二者都不会像告诉他们一个大改动实际是一次小升级那样惹恼你的用户群。

Another task performed in the interface layer is transaction generation. The Berkeley DB library supports a mode where every operation takes place in an automatically generated transaction (this saves the application having to create and commit its own explicit transactions). Supporting this mode requires that every time an application calls through the API without specifying its own transaction, a transaction is automatically created.

接口层负责的另一个任务是事务的产生。Berkeley DB支持一种每个操作都隐含一个事务的模式（这可以省去应用程序显式创建和提交事务的麻烦）。支持这种模式需要在应用程序未指定自己的事务调用API时，自动为其创建一个事务。

Finally, all Berkeley DB APIs require argument checking. In Berkeley DB there are two flavors of error checking—generic checks to determine if our database has been corrupted during a previous operation or if we are in the midst of a replication state change (for example, changing which replica allows writes). There are also checks specific to an API: correct flag usage, correct parameter usage, correct option combinations, and any other type of error we can check before actually performing the requested operation.

最后，所有的Berkeley DB API都需要参数检查。在Berkeley DB中有两种类型的错误检查——判断数据库是否在前一个操作中被破坏了的通用性检查，以及我们是否正在一个复制状态变化的中间（例如，改变哪个副本以允许写入）。也有针对具体API的检查：标记的正确使用，参数的正确使用，选项的正确组合，以及其他可以在真正执行请求的操作前检查的错误。

This API-specific checking is all encapsulated in functions suffixed with \_arg. Thus, the error checking specific to the cursor put method is located in the function \_\_dbc\_put\_arg, which is called by the \_\_dbc\_put\_pp function.

API相关的检查都被封装在以“\_arg”为后缀的函数中。因此，与游标的put方法相关的错误检查就位于\_\_dbc\_put\_arg中，它被函数\_\_dbc\_put\_pp调用。

Finally, when all the argument verification and transaction generation is complete, we call the worker method that actually performs the operation (in our example, it would be \_\_dbc\_put), which is the same function we use when calling the cursor put functionality internally.

最后，当所有参数检验和事务产生完成时，我们调用真正执行操作的辅助方法（在上述例子中是\_\_dbc\_put），这也是我们内部调用游标put功能时用的函数。

This decomposition evolved during a period of intense activity, when we were determining precisely what actions we needed to take when working in replicated environments. After iterating over the code base some non-trivial number of times, we pulled apart all this preamble checking to make it easier to change the next time we identified a problem with it.

这种模块拆分在一段开发密集期间逐渐形成，那时我们正在决策需要采取哪些行动以支持复制环境。在基础代码中迭代开发不少次后，我们把前面所说的所有检查都抽出来以使得以后发现问题时更容易修改。

***4.5. The Underlying Components 底层模块***

There are four components underlying the access methods: a buffer manager, a lock manager, a log manager and a transaction manager. We'll discuss each of them separately, but they all have some common architectural features.

在存取方法之下有四个模块：缓冲区管理器、锁管理器、日志管理器和事务管理器。我们将分别讨论每个模块，不过它们有一些共同的体系结构特性。

First, all of the subsystems have their own APIs, and initially each subsystem had its own object handle with all methods for that subsystem based on the handle. For example, you could use Berkeley DB's lock manager to handle your own locks or to write your own remote lock manager, or you could use Berkeley DB's buffer manager to handle your own file pages in shared memory. Over time, the subsystem-specific handles were removed from the API in order to simplify Berkeley DB applications. Although the subsystems are still individual components that can be used independently of the other subsystems, they now share a common object handle, the DB\_ENV "environment" handle. This architectural feature enforces layering and generalization. Even though the layer moves from time-to-time, and there are still a few places where one subsystem reaches across into another subsystem, it is good discipline for programmers to think about the parts of the system as separate software products in their own right.

首先，所有的这些子系统都有自己的API，而且最初每个子系统都有自己的对象句柄，子系统的所有方法都基于该句柄。例如，你可以用Berkeley DB的锁管理器来处理你自己的锁或者写自己的远程锁管理器。你也可以用Berkeley DB的内存管理器来处理自己的共享内存中的文件页。随着时间的推移，这些子系统特性的句柄被从API中删除了以简化Berkeley DB应用程序。虽然这些子系统仍然是可以被独立于其他子系统使用的独立模块，它们现在共享一个通用的对象句柄，也就是DB\_ENV“环境”句柄。这个体系结构的特性强化了分层和通用性。虽然层不时在移动，而且还有些地方一个子系统跨越到另一个子系统，让程序员把系统的不同部分理解为各自独立的软件产品是一个不错的原则。

Second, all of the subsystems (in fact, all Berkeley DB functions) return error codes up the call stack. As a library, Berkeley DB cannot step on the application's name space by declaring global variables, not to mention that forcing errors to return in a single path through the call stack enforces good programmer discipline.

其次，所有的这些子系统（实际上，所有的Berkeley DB函数）都给上层返回错误码。作为一个函数库，Berkeley DB不能通过定义全局变量侵入应用程序的名字空间。更何况强制错误从调用栈通过单一路径返回强化了好的程序员纪律。

***Design Lesson 6 设计经验6***

In library design, respect for the namespace is vital. Programmers who use your library should not need to memorize dozens of reserved names for functions, constants, structures, and global variables to avoid naming collisions between an application and the library.

在函数库的设计中，重视名字空间是至关重要的。用你的函数库的程序员应该不需要去记住几十个函数、常量、结构、全局变量的保留名字以避免应用和函数库的命名冲突。

Finally, all of the subsystems support shared memory. Because Berkeley DB supports sharing databases between multiple running processes, all interesting data structures have to live in shared memory. The most significant implication of this choice is that in-memory data structures must use base address and offset pairs instead of pointers in order for pointer-based data structures to work in the context of multiple processes. In other words, instead of indirecting through a pointer, the Berkeley DB library must create a pointer from a base address (the address at which the shared memory segment is mapped into memory) plus an offset (the offset of a particular data structure in that mapped-in segment). To support this feature, we wrote a version of the Berkeley Software Distribution queue package that implemented a wide variety of linked lists.

最后，所有这些子系统都支持共享内存。因为Berkeley DB支持在多个运行的进程之间共享数据库，所有共享数据结构都必须放在共享内存中。这个选择的最明显的结果是内存数据结构都必须采用一对基地址和偏移量而不是指针，以使得基于指针的数据结构都可以在多进程的环境下工作。换句话说，不通过指针做间接转换，Berkeley DB函数库必须通过基地址（共享内存段被映射到进程中的内存地址）加上一个偏移量（给定数据结构在映射的内存段中的偏移位置）来创建指针。为了支持这个特性，我们写了一个BSD版本的queue软件包，它实现了各种各样的链表。

***Design Lesson 7 设计教训7***

Before we wrote a shared-memory linked-list package, Berkeley DB engineers hand-coded a variety of different data structures in shared memory, and these implementations were fragile and difficult to debug. The shared-memory list package, modeled after the BSD list package (queue.h), replaced all of those efforts. Once it was debugged, we never had to debug another shared memory linked-list problem. This illustrates three important design principles: First, if you have functionality that appears more than once, write the shared functions and use them, because the mere existence of two copies of any specific functionality in your code guarantees that one of them is incorrectly implemented. Second, when you develop a set of general purpose routines, write a test suite for the set of routines, so you can debug them in isolation. Third, the harder code is to write, the more important for it to be separately written and maintained; it's almost impossible to keep surrounding code from infecting and corroding a piece of code.

在我们写共享内存的链表软件包之前，Berkeley DB的工程师们手工编写了共享内存中的各式不同的数据结构，而且这些实现容易出错和很难调试。共享内存链表软件包，仿照BSD链表软件包（queue.h）实现，代替了所有这些努力。在它一旦调试通过后，我们再也不需要去调试共享内存链表问题了。这体现了三个重要的设计原则：第一，如果一个功能出现了多次，那就写出共享的函数并使用它们，因为对于任何特定功能而言，两份拷贝的存在一定说明其中一份实现得不正确。其次，当你开发一系列通用的例程时，给这些例程写一个测试集，这样你就可以分开调试它们。第三，代码越难以书写，单独书写并维护它就越重要。因为基本上不可能防止外围代码感染和侵蚀一份代码。

***4.6. The Buffer Manager: Mpool 缓冲区管理器：Mpool***

The Berkeley DB Mpool subsystem is an in-memory buffer pool of file pages, which hides the fact that main memory is a limited resource, requiring the library to move database pages to and from disk when handling databases larger than memory. Caching database pages in memory was what enabled the original hash library to significantly out-perform the historic hsearch and ndbm implementations.

Berkeley DB的Mpool子系统是文件页面的内存缓冲池，它隐藏了这样一个事实：内存是一种有限资源，当处理超过内存大小的数据库时，需要函数库在磁盘和内存间来回移动数据库页。将数据库页缓存在内存中使得原先的哈希库大大优于先前的hsearch和hdbm实现。

Although the Berkeley DB Btree access method is a fairly traditional B+tree implementation, pointers between tree nodes are represented as page numbers, not actual in-memory pointers, because the library's implementation uses the on-disk format as its in-memory format as well. The advantage of this representation is that a page can be flushed from the cache without format conversion; the disadvantage is that traversing an index structures requires (costlier) repeated buffer pool lookups rather than (cheaper) memory indirections.

虽然Berkeley DB的B树存取方法是一个相当传统的B+树实现，树节点之间的指针用页面号而不是内存指针表示，因为函数也把磁盘页格式用作内存页格式。这种表示的优势在于页面可以不需要格式转换就能被从缓存刷出到磁盘，劣势在于遍历索引结构时需要（代价稍高的）重复的缓冲池查找而不是（代价稍低的）内存操作。

There are other performance implications that result from the underlying assumption that the in-memory representation of Berkeley DB indices is really a cache for on-disk persistent data. For example, whenever Berkeley DB accesses a cached page, it first pins the page in memory. This pin prevents any other threads or processes from evicting it from the buffer pool. Even if an index structure fits entirely in the cache and need never be flushed to disk, Berkeley DB still acquires and releases these pins on every access, because the underlying model provided by Mpool is that of a cache, not persistent storage.

底层假设Berkeley DB索引的内存表示实际上是磁盘上持久数据的缓存，这还有其他的一些对性能的影响。例如，每当Berkeley DB访问一个缓存的页面时，首先要pin住内存中的页面。Pin操作防止任何其他的线程或进程将该页从内存池中换出。即便整个索引结构都可以在缓冲中放下，并且从不需要被刷新到磁盘，Berkeley DB仍然在每个操作时要获取和释放这些pin，因为Mpool底层的模型是一个缓存而不是一个持久存储。

***4.6.1. The Mpool File Abstraction Mpool的文件抽象***

Mpool assumes it sits atop a filesystem, exporting the file abstraction through the API. For example, DB\_MPOOLFILE handles represent an on-disk file, providing methods to get/put pages to/from the file. While Berkeley DB supports temporary and purely in-memory databases, these too are referenced by DB\_MPOOLFILE handles because of the underlying Mpool abstractions. The get and put methods are the primary Mpool APIs: get ensures a page is present in the cache, acquires a pin on the page and returns a pointer to the page. When the library is done with the page, the put call unpins the page, releasing it for eviction. Early versions of Berkeley DB did not differentiate between pinning a page for read access versus pinning a page for write access. However, in order to increase concurrency, we extended the Mpool API to allow callers to indicate their intention to update a page. This ability to distinguish read access from write access was essential to implement multi-version concurrency control. A page pinned for reading that happens to be dirty can be written to disk, while a page pinned for writing cannot, since it may be in an inconsistent state at any instant.

Mpool假设它位于文件系统之上，通过其API暴露文件抽象。例如，DB\_MPOOLFILE句柄表示一个磁盘文件，提供了从文件中获取页面和写页面到文件的方法。虽然Berkeley DB也支持临时的和纯粹的内存数据库，这二者也是通过DB\_MPOOLFILE句柄引用的，因为底层都是Mpool抽象层。Get和put方法是主要的Mpool API：get确保页面在缓存中，获得页面上的一个pin并返回指向页面的指针。当函数库用完页面时，put调用unpin页面并允许页面被换出。Berkeley DB的早期版本不区分读访问的pin页面和写访问的pin页面。然而，为了增加并发性，我们扩展了Mpool的API以允许调用者指示更新页面的意图。区分读访问和写访问的能力对多版本并发控制的实现至为重要。为读访问pin住的脏页面是可以被写入磁盘的，而为写访问pin住的脏页面就不能，因为后者可能在任何时刻都处于不一致的状态。

***4.6.2. Write-ahead Logging 先写日志***

Berkeley DB uses write-ahead-logging (WAL) as its transaction mechanism to make recovery after failure possible. The term write-ahead-logging defines a policy requiring log records describing any change be propagated to disk *before* the actual data updates they describe. Berkeley DB's use of WAL as its transaction mechanism has important implications for Mpool, and Mpool must balance its design point as a generic caching mechanism with its need to support the WAL protocol.

Berkeley DB采用先写日志（WAL）实现故障恢复的事务机制。术语先写日志定义了一个策略，要求任何修改所对应的日志记录都要先于它实际的数据更新被写到磁盘。Berkeley DB采用WAL作为其事务机制对Mpool有重要的影响，Mpool必须在通用的缓存机制以及支持WAL协议的需要之间找到设计的平衡点。

Berkeley DB writes log sequence numbers (LSNs) on all data pages to document the log record corresponding to the most recent update to a particular page. Enforcing WAL requires that before Mpool writes any page to disk, it must verify that the log record corresponding to the LSN on the page is safely on disk. The design challenge is how to provide this functionality without requiring that all clients of Mpool use a page format identical to that used by Berkeley DB. Mpool addresses this challenge by providing a collection of set (and get) methods to direct its behavior. The DB\_MPOOLFILE method set\_lsn\_offset provides a byte offset into a page, indicating where Mpool should look for an LSN to enforce WAL. If the method is never called, Mpool does not enforce the WAL protocol. Similarly, the set\_clearlen method tells Mpool how many bytes of a page represent metadata that should be explicitly cleared when a page is created in the cache. These APIs allow Mpool to provide the functionality necessary to support Berkeley DB's transactional requirements, without forcing all users of Mpool to do so.

Berkeley DB将日志顺序号（LSN）写到所有数据页上，以记录每个特定页的最近更新所对应的日志记录。实施WAL需要Mpool在写页面到磁盘前验证页面上的LSN对应的日志记录已经安全地记录到磁盘了。设计的挑战在于提供该功能而不要求所有Mpool的客户采用和Berkeley DB完全一致的页面格式。Mpool通过提供一系列的set（和get）方法指引其行为来解决这个挑战。DB\_MPOOLFILE的方法set\_lsn\_offset提供了页面内的字节偏移，告诉Mpool到哪儿去找LSN以实现WAL。如果这个方法从未被调过，Mpool就不实现WAL。类似的，set\_clearlen方法告诉Mpool页内有多少字节表示元数据，在缓存中创建一个页面前需要显式的清除掉这些字节。这些API允许Mpool提供了支持Berkeley DB事务所必要的功能，而不是迫使Mpool的所有用户去自己实现。

***Design Lesson 8 设计教训8***

Write-ahead logging is another example of providing encapsulation and layering, even when the functionality is never going to be useful to another piece of software: after all, how many programs care about LSNs in the cache? Regardless, the discipline is useful and makes the software easier to maintain, test, debug and extend.

先写日志是另一个提供封装和分层的例子，即使是这个特性不会对其他的软件有用：毕竟有多少程序会关心缓存中的LSN？不管怎样，这个原则是有用的，而且使得软件容易维护、测试、调试和扩展。

***4.7. The Lock Manager: Lock 锁管理器：Lock***

Like Mpool, the lock manager was designed as a general-purpose component: a hierarchical lock manager (see [[GLPT76](http://www.aosabook.org/en/bib1.html#bib:gray:lock)]), designed to support a hierarchy of objects that can be locked (such as individual data items), the page on which a data item lives, the file in which a data item lives, or even a collection of files. As we describe the features of the lock manager, we'll also explain how Berkeley DB uses them. However, as with Mpool, it's important to remember that other applications can use the lock manager in completely different ways, and that's OK—it was designed to be flexible and support many different uses.

像Mpool一样，锁管理器也被设计成一个通用模块：它被设计成支持对象层次的封锁（例如独立的数据项、数据项所在的页面、甚至是一组文件）的一个层次式锁管理器（参看[[GLPT76](http://www.aosabook.org/en/bib1.html#bib:gray:lock)]）。在描述锁管理器的特性时，也将同时解释Berkeley DB是怎么用它的。然而，就像Mpool一样，其他的应用程序可以用完全不同的方式使用锁管理器，不过那没问题——它被设计得很灵活并支持很多不同的用法。

The lock manager has three key abstractions: a "locker" that identifies on whose behalf a lock is being acquired, a "lock\_object" that identifies the item being locked, and a "conflict matrix".

锁管理器有三个关键的抽象：“封锁者”标识锁是代表谁获取的，“封锁对象”标识被锁定的项，以及一个“冲突矩阵”。

Lockers are 32-bit unsigned integers. Berkeley DB divides this 32-bit name space into transactional and non-transactional lockers (although that distinction is transparent to the lock manager). When Berkeley DB uses the lock manager, it assigns locker IDs in the range 0 to 0x7fffffff to non-transactional lockers and the range 0x80000000 to 0xffffffff to transactions. For example, when an application opens a database, Berkeley DB acquires a long-term read lock on that database to ensure no other thread of control removes or renames it while it is in-use. As this is a long-term lock, it does not belong to any transaction and the locker holding this lock is non-transactional.

封锁者是32位无符号整数。Berkeley DB把这个32位的名字空间划分为事务性封锁者和非事务性封锁者（虽然这种区分对锁管理器而言是透明的）。当Berkeley DB使用锁管理器时，它把范围从0到0x7fffffff之间的ID分给非事务性封锁者，把从0x80000000到0xffffffff的分给事务性封锁者。例如，当应用程序打开数据库时，Berkeley DB获取该数据库上的一个长的读锁以保证它在被使用时没有其他的线程删除或重命名它。因为这是一个长锁，所以它不属于任何一个事务，持有该锁的封锁者就是非事务性的。

Any application using the lock manager needs to assign locker ids, so the lock manager API provides both DB\_ENV->lock\_id and DB\_ENV->lock\_id\_free calls to allocate and deallocate lockers. So applications need not implement their own locker ID allocator, although they certainly can.

任何使用锁管理器的应用程序都需要分配封锁者ID，所以锁管理器的API同时提供了DB\_ENV->lock\_id和DB\_ENV->lock\_id\_free调用用以分配和释放封锁者。因此应用程序不需要实现自己的封锁者ID分配器，虽然他们也可以这么做。

***4.7.1. Lock Objects 锁对象***

Lock objects are arbitrarily long opaque byte-strings that represent the objects being locked. When two different lockers want to lock a particular object, they use the same opaque byte string to reference that object. That is, it is the application's responsibility to agree on conventions for describing objects in terms of opaque byte strings.

锁对象是表示被封锁对象的任意长度的不透明（opaque）字节串。当两个不同的封锁者试图锁住一个特定对象时，他们采用同样的不透明字节串来引用该对象。也就是说，应用程序负责定义描述对象的不透明字节串的约定。

For example, Berkeley DB uses a DB\_LOCK\_ILOCK structure to describe its database locks. This structure contains three fields: a file identifier, a page number, and a type.

例如，Berkeley DB采用一个DB\_LOCK\_ILOCK结构来描述其数据库锁。这个结构包含三个字段：文件标识符、页号和类型。

In almost all cases, Berkeley DB needs to describe only the particular file and page it wants to lock. Berkeley DB assigns a unique 32-bit number to each database at create time, writes it into the database's metadata page, and then uses it as the database's unique identifier in the Mpool, locking, and logging subsystems. This is the fileid to which we refer in the DB\_LOCK\_ILOCK structure. Not surprisingly, the page number indicates which page of the particular database we wish to lock. When we reference page locks, we set the type field of the structure to DB\_PAGE\_LOCK. However, we can also lock other types of objects as necessary. As mentioned earlier, we sometimes lock a database handle, which requires a DB\_HANDLE\_LOCK type. The DB\_RECORD\_LOCK type lets us perform record level locking in the queue access method, and the DB\_DATABASE\_LOCK type lets us lock an entire database.

在几乎所有情况下，Berkeley DB都只需要描述它想锁定的特定文件和页面。Berkeley DB在数据库创建时给每个库分配一个唯一的32位数字，并把它写到数据库的元数据页中。以后就在Mpool、封锁、日志子系统中将它用作数据库的唯一标识符。这就是我们在DB\_LOCK\_ILOCK结构中引用的fileid字段。不出所料，页面号表示我们想要锁定的特定数据库中的某个页。当我们引用页面锁时，我们将结构中的type字段设置为DB\_PAGE\_LOCK。然而，我们我们也可以在需要时锁定其他类型的对象。正如前面提到的，我们有时会锁住数据库句柄，它就需要DB\_HANDLE\_LOCK类型。DB\_RECORD\_LOCK类型使我们可以处理队列存取方法中的记录级锁定，而DB\_DATABASE\_LOCK类型则让我们锁定整个数据库。

***Design Lesson 9 设计教训9***

Berkeley DB's choice to use page-level locking was made for good reasons, but we've found that choice to be problematic at times. Page-level locking limits the concurrency of the application as one thread of control modifying a record on a database page will prevent other threads of control from modifying other records on the same page, while record-level locks permit such concurrency as long as the two threads of control are not modifying the same record. Page-level locking enhances stability as it limits the number of recovery paths that are possible (a page is always in one of a couple of states during recovery, as opposed to the infinite number of possible states a page might be in if multiple records are being added and deleted to a page). As Berkeley DB was intended for use as an embedded system where no database administrator would be available to fix things should there be corruption, we chose stability over increased concurrency.

Berkeley DB选择采用页面级别的锁定是有足够理由的，但是我们发现该选择有时也是有问题的。当一个线程在修改数据库页面中的一条记录时，页级锁定将不允许其他线程修改同一页面中的其他记录，这限制了应用程序的并发性。而只要两个线程不在修改同一个记录，记录级锁定就允许这样的并发。页级锁定增强了稳定性，因为它限制了可能的恢复路径（在恢复过程中，页面总是在几个状态之一，而不是在允许多个记录被同时在页内增加或删除时导致的无数的可能状态）。因为Berkeley DB是为嵌入式系统使用的，一旦有破坏，不会有数据库系统管理员来修复问题，我们选择了稳定性而不是更好的并发。

***4.7.2. The Conflict Matrix 冲突矩阵***

The last abstraction of the locking subsystem we'll discuss is the conflict matrix. A conflict matrix defines the different types of locks present in the system and how they interact. Let's call the entity holding a lock, the holder and the entity requesting a lock the requester, and let's also assume that the holder and requester have different locker ids. The conflict matrix is an array indexed by [requester][holder], where each entry contains a zero if there is no conflict, indicating that the requested lock can be granted, and a one if there is a conflict, indicating that the request cannot be granted.

我们将讨论的封锁子系统的最后一个抽象是冲突矩阵。冲突矩阵定义了系统中不同类型的锁以及它们之间的交互。让我们将持有锁的实体称为持有者，请求锁的称为请求者，并且假设持有者和请求者具有不同的封锁者ID。冲突矩阵就是一个以[requester][holder]为下标的数组，其中如果没有冲突的格子为0，表明请求的锁可以被授予，如果有冲突则为1，表明请求不能被授予。

The lock manager contains a default conflict matrix, which happens to be exactly what Berkeley DB needs, however, an application is free to design its own lock modes and conflict matrix to suit its own purposes. The only requirement on the conflict matrix is that it is square (it has the same number of rows and columns) and that the application use 0-based sequential integers to describe its lock modes (e.g., read, write, etc.). [Table 4.2](http://www.aosabook.org/en/bdb.html#tbl.bdb.two) shows the Berkeley DB conflict matrix.

锁管理器含有一个缺省的冲突矩阵，它碰巧正是Berkeley DB所需要的。然而，应用程序可以自由定义自己的封锁模式和冲突矩阵以满足它自己的需求。对冲突矩阵的唯一要求是它必须是方的（它有相同的行数和列数）并且应用程序用从0开始的整数描述其封锁模式（例如读、写等）。表4.2列出了Berkeley DB的冲突矩阵。

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **Holder** | | | | | | | | |  |  |  |  |  |  |  |
| **Requester** | **No-Lock** | **Read** | **Write** | **Wait** | **iWrite** | **iRead** | **iRW** | **uRead** | **wasWrite** |  |  |  |  |  |  |  |
| **No-Lock** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| **Read** |  |  | ✓ |  | ✓ |  | ✓ |  | ✓ |  |  |  |  |  |  |  |
| **Write** |  | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |  |  |  |  |  |  |  |
| **Wait** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| **iWrite** |  | ✓ | ✓ |  |  |  |  | ✓ | ✓ |  |  |  |  |  |  |  |
| **iRead** |  |  | ✓ |  |  |  |  |  | ✓ |  |  |  |  |  |  |  |
| **iRW** |  | ✓ | ✓ |  |  |  |  | ✓ | ✓ |  |  |  |  |  |  |  |
| **uRead** |  |  | ✓ |  | ✓ |  | ✓ |  |  |  |  |  |  |  |  |  |
| **iwasWrite** |  | ✓ | ✓ |  | ✓ | ✓ | ✓ |  | ✓ |  |  |  |  |  |  |  |

Table 4.2: Read-Writer Conflict Matrix. 表4.2：读写冲突矩阵

***4.7.3. Supporting Hierarchical Locking对层次封锁的支持***

Before explaining the different lock modes in the Berkeley DB conflict matrix, let's talk about how the locking subsystem supports hierarchical locking. Hierarchical locking is the ability to lock different items within a containment hierarchy. For example, files contain pages, while pages contain individual elements. When modifying a single page element in a hierarchical locking system, we want to lock just that element; if we were modifying every element on the page, it would be more efficient to simply lock the page, and if we were modifying every page in a file, it would be best to lock the entire file. Additionally, hierarchical locking must understand the hierarchy of the containers because locking a page also says something about locking the file: you cannot modify the file that contains a page at the same time that pages in the file are being modified.

在解释Berkeley DB冲突矩阵中不同的封锁模式之前，让我们谈谈封锁子系统是怎么支持层次封锁的。层次封锁指的是一种锁定同一层次结构中不同项的能力。例如文件包含页面，而页面包含不同的元素。当在一个层次封锁系统中修改一个页面元素时，我们仅想锁住该元素；如果我们要更新页面中的每个元素，仅锁定页面将更有效，而如果我们要修改文件中的每个页面，最好的就是锁定整个文件。此外，层次封锁必须理解容器的层次，因为锁定一个页面也意味着在某种程度上锁定了文件，文件中有页面在被修改时，你不能修改页面所在的文件。

The question then is how to allow different lockers to lock at different hierarchical levels without chaos resulting. The answer lies in a construct called an intention lock. A locker acquires an intention lock on a container to indicate the intention to lock things within that container. So, obtaining a read-lock on a page implies obtaining an intention-to-read lock on the file. Similarly, to write a single page element, you must acquire an intention-to-write lock on both the page and the file. In the conflict matrix above, the iRead, iWrite, and iWR locks are all intention locks that indicate an intention to read, write or do both, respectively.

那么问题在于怎么允许不同的封锁者在不同层级进行封锁又不引起混乱。答案是一种叫做意向锁的结构。封锁者获取容器上的一个意向锁以说明将要锁定容器内的东西的意向。于是，获取页面上的读锁隐含着获取文件上的一个意向读锁。类似的，要写页面中的一个元素，你必须同时获取页面和文件上的意向写锁。在上面的冲突矩阵中，iRead、iWrite和iWR锁都是意向锁，它们分别表示读的意向、写的意向和同时读写的意向。

Therefore, when performing hierarchical locking, rather than requesting a single lock on something, it is necessary to request potentially many locks: the lock on the actual entity as well as intention locks on any containing entities. This need leads to the Berkeley DB DB\_ENV->lock\_vec interface, which takes an array of lock requests and grants them (or rejects them), atomically.

因此，在处理层次封锁时，不是在某个东西上请求单一的一个锁，可能有必要请求很多锁：最终要操作的实体上的锁以及所有包含该实体的实体的意向锁。这个需求引入了Berkeley DB中的DB\_ENV->lock\_vec接口，它接受一个锁请求的数组然后原子性的授予（或拒绝）。

Although Berkeley DB doesn't use hierarchical locking internally, it takes advantage of the ability to specify different conflict matrices, and the ability to specify multiple lock requests at once. We use the default conflict matrix when providing transactional support, but a different conflict matrix to provide simple concurrent access without transaction and recovery support. We use DB\_ENV->lock\_vec to perform lock coupling, a technique that enhances the concurrency of Btree traversals [[Com79](http://www.aosabook.org/en/bib1.html#bib:comer:btree)]. In lock coupling, you hold one lock only long enough to acquire the next lock. That is, you lock an internal Btree page only long enough to read the information that allows you to select and lock a page at the next level.

虽然Berkeley DB内部没有采用层次封锁，它利用了这个能力来指定不同的冲突矩阵，以及一次性指定多个锁请求。在提供事务支持时，我们采用缺省的冲突矩阵；但采用另一个冲突矩阵以支持不带事务的简单的并发存取和恢复支持。我们采用DB\_ENV->lock\_vec来处理锁的耦合，这是一种增强B树遍历的并发性的技术[[Com79](http://www.aosabook.org/en/bib1.html#bib:comer:btree)]。在锁耦合中，你只用持有锁足够的时间以获取下一个锁。也就是说，你只需要锁住一个内部的B树页面足够长的时间以读到选择和锁定下一级页面的信息。

***Design Lesson 10 设计教训10***

Berkeley DB's general-purpose design was well rewarded when we added concurrent data store functionality. Initially Berkeley DB provided only two modes of operation: either you ran without any write concurrency or with full transaction support. Transaction support carries a certain degree of complexity for the developer and we found some applications wanted improved concurrency without the overhead of full transactional support. To provide this feature, we added support for API-level locking that allows concurrency, while guaranteeing no deadlocks. This required a new and different lock mode to work in the presence of cursors. Rather than adding special purpose code to the lock manager, we were able to create an alternate lock matrix that supported only the lock modes necessary for the API-level locking. Thus, simply by configuring the lock manager differently, we were able provide the locking support we needed. (Sadly, it was not as easy to change the access methods; there are still significant parts of the access method code to handle this special mode of concurrent access.)

Berkeley DB的通用设计在我们增加并发数据存储功能时获得了很好的回报。最初Berkeley DB只提供了两种操作模式：要么没有写并发性的运行，要么支持全部事务支持。事务支持给开发人员带来了一定程度的复杂性，我们发现有些应用程序想提高并发性又不想要全事务支持的额外代价。为了提供这个特性，我们增加了API级别的封锁以允许并发性，同时保证没有死锁。这需要一个新的和不同的封锁模式以支持游标。与其在锁管理器中增加特殊目的的代码，我们能够创建另外一种锁矩阵以支持API级锁定只需要的封锁模式。于是，仅仅通过将锁管理器配置得不同，我们就能提供我们需要的封锁支持。（不幸的是，修改存取方法就不那么容易了，存取方法中还有相当大的一部分代码要处理这种并发存取的特殊模式）

***4.8. The Log Manager: Log 日志管理器：Log***

The log manager provides the abstraction of a structured, append-only file. As with the other modules, we intended to design a general-purpose logging facility, however the logging subsystem is probably the module where we were least successful.

日志管理器提供了一个结构化的、仅限追加的文件的抽象。与其他模块一样，我们试图设计出一个通用的日志设施，然而日志子系统可能是我们做的最不成功的一个模块。

***Design Lesson 11 设计教训11***

When you find an architectural problem you don't want to fix "right now" and that you're inclined to just let go, remember that being nibbled to death by ducks will kill you just as surely as being trampled by elephants. Don't be too hesitant to change entire frameworks to improve software structure, and when you make the changes, don't make a partial change with the idea that you'll clean up later—do it all and then move forward. As has been often repeated, "If you don't have the time to do it right now, you won't find the time to do it later." And while you're changing the framework, write the test structure as well.

当你发现一个体系结构上的问题而又不想立即修复时，你其实倾向于放过它。请记住被蚕食而死和被大象踩住都一定会要你的命。别太犹豫而不去修改整个框架来改进软件结构，而且当你做出修改时，不要以为你以后会清理它而做出不完全的修改——一次做完并继续向前进。就像经常说的，“如果你现在没有时间去做，以后也不会有时间去做”。此外，在你修改框架时，同时也要写测试结构。

A log is conceptually quite simple: it takes opaque byte strings and writes them sequentially to a file, assigning each a unique identifier, called a log sequence number (LSN). Additionally, the log must provide efficient forward and backward traversal and retrieval by LSN. There are two tricky parts: first, the log must guarantee it is in a consistent state after any possible failure (where consistent means it contains a contiguous sequence of uncorrupted log records); second, because log records must be written to stable storage for transactions to commit, the performance of the log is usually what bounds the performance of any transactional application.

日志在概念上很简单：它拿到不透明的字节串并将它们顺序地写到文件中，给每笔日志一个称作日志顺序号（LSN）的唯一标识。此外，日志必须提供通过LSN的高效的正向和反向遍历和检索。这里有两个需要慎重处理的地方：第一，日志必须要保证在任何可能的故障后处于一个一致的状态（这里“一致”指的是未损坏的日志记录的连续序列）；其次，因为日志记录被写到稳定存储中以支持事务的提交，日志的性能通常会限定事务性应用的性能。

As the log is an append-only data structure, it can grow without bound. We implement the log as a collection of sequentially numbered files, so log space may be reclaimed by simply removing old log files. Given the multi-file architecture of the log, we form LSNs as pairs specifying a file number and offset within the file. Thus, given an LSN, it is trivial for the log manager to locate the record: it seeks to the given offset of the given log file and returns the record written at that location. But how does the log manager know how many bytes to return from that location?

因为日志是一个仅限追加的数据结构，它可能会无限制增长。我们把日志实现为一组顺序编号的文件，因此，日志空间可以通过简单的删除旧日志文件来回收。在这种多文件的日志结构下，我们把LSN定义为文件号和文件内偏移组成的对。于是，给定一个LSN，日志管理器定位日志记录就很简单了：它移动到给定日志文件的给定偏移，并返回该位置的日志记录。但是日志管理器怎么知道从该位置返回多少字节呢？

***4.8.1. Log Record Formatting 日志记录格式***

The log must persist per-record metadata so that, given an LSN, the log manager can determine the size of the record to return. At a minimum, it needs to know the length of the record. We prepend every log record with a log record header containing the record's length, the offset of the previous record (to facilitate backward traversal), and a checksum for the log record (to identify log corruption and the end of the log file). This metadata is sufficient for the log manager to maintain the sequence of log records, but it is not sufficient to actually implement recovery; that functionality is encoded in the contents of log records and in how Berkeley DB uses those log records.

日志必须保留每个日志记录的元数据以保证给定一个LSN，日志管理器可以判断待返回的记录的大小。至少，它需要知道日志记录的长度。我们假定每个日志记录都有一个包含记录长度的日志记录头、前一个日志记录的偏移位置（以支持反向遍历），以及一个日志记录的校验和（以标识日志的损坏和日志文件的结束）。这些元数据足够让日志管理器维护日志记录的顺序了，但是这还不足以支持恢复的实现；该功能要靠日志记录中的内容以及Berkeley DB怎么用这些日志记录来实现。

Berkeley DB uses the log manager to write before- and after-images of data before updating items in the database [[HR83](http://www.aosabook.org/en/bib1.html#bib:haerder:recovery)]. These log records contain enough information to either redo or undo operations on the database. Berkeley DB then uses the log both for transaction abort (that is, undoing any effects of a transaction when the transaction is discarded) and recovery after application or system failure.

Berkeley DB通过日志管理器在数据库中更新数据项前写下数据的前像和后像[[HR83](http://www.aosabook.org/en/bib1.html#bib:haerder:recovery)]。这些日志记录包含了重做或撤销数据库中操作的足够信息。Berkeley DB利用这些信息处理事务撤销（即，在事务撤销时撤销该事务的所有影响）和应用故障或系统故障后的恢复。

In addition to APIs to read and write log records, the log manager provides an API to force log records to disk (DB\_ENV->log\_flush). This allows Berkeley DB to implement write-ahead logging—before evicting a page from Mpool, Berkeley DB examines the LSN on the page and asks the log manager to guarantee that the specified LSN is on stable storage. Only then does Mpool write the page to disk.

除了读写日志记录的API之外，日志管理器还提供了一个强制将日志记录刷出到磁盘的API（DB\_ENV->log\_flush）。该API允许Berkeley DB实现WAL——在Mpool中回收页面前，Berkeley DB检查页面的LSN并且要求日志管理器保证该LSN已经在稳定存储上了。只有这样，Mpool才会将页面写到磁盘。

***Design Lesson 12 设计教训12***

Mpool and Log use internal handle methods to facilitate write-ahead logging, and in some cases, the method declaration is longer than the code it runs, since the code is often comparing two integral values and nothing more. Why bother with such insignificant methods, just to maintain consistent layering? Because if your code is not so object-oriented as to make your teeth hurt, it is not object-oriented enough. Every piece of code should do a small number of things and there should be a high-level design encouraging programmers to build functionality out of smaller chunks of functionality, and so on. If there's anything we have learned about software development in the past few decades, it is that our ability to build and maintain significant pieces of software is fragile. Building and maintaining significant pieces of software is difficult and error-prone, and as the software architect, you must do everything that you can, as early as you can, as often as you can, to maximize the information conveyed in the structure of your software.

Mpool和Log用内部的处理方法来处理WAL，在某些情况下，方法的声明比本身的代码还要长，因为代码除了比较两个整数之外什么也不做。为什么弄这些不太重要的方法仅仅去维护一致的层次呢？因为如果你的代码不是面向对象到了让你牙疼的话，它还不够面向对象。每段代码应该做少量的事情并且应该有个鼓励程序员在小的功能块之上构建新功能的上层设计。如果说我们在过去的几十年中学到了什么软件开发的东西的话，那就是我们构建和维护大量软件的能力是很弱的。构建和维护大量软件是困难和容易出错的，作为软件架构师，你必须尽你所能、尽早、尽量频繁的最大化软件结构表达的信息。

Berkeley DB imposes structure on the log records to facilitate recovery. Most Berkeley DB log records describe transactional updates. Thus, most log records correspond to page modifications to a database, performed on behalf of a transaction. This description provides the basis for identifying what metadata Berkeley DB must attach to each log record: a database, a transaction, and a record type. The transaction identifier and record type fields are present in every record at the same location. This allows the recovery system to extract a record type and dispatch the record to an appropriate handler that can interpret the record and perform appropriate actions. The transaction identifier lets the recovery process identify the transaction to which a log record belongs, so that during the various stages of recovery, it knows whether the record can be ignored or must be processed.

Berkeley DB在日志记录上施以结构以减少恢复的难度。大部分Berkeley DB的日志记录描述的是事务性更新。也就是说，大部分日志记录对应于以事务身份所做的数据库页面更新。这个描述有助于我们识别哪些是Berkeley DB必须附加到每条日志记录的元数据：数据库、事务和记录类型。事务标识和记录类型字段在每个记录的同一位置出现。这使得恢复系统可以抽取出日志类型并且将记录分发到可以解释和执行相关动作的合适的处理者。事务标识让恢复过程识别日志记录属于哪个事务，使得在恢复的不同阶段中，它知道该记录是否可以被忽略还是必须被处理。

***4.8.2. Breaking the Abstraction 打破抽象层***

There are also a few "special" log records. Checkpoint records are, perhaps, the most familiar of those special records. Checkpointing is the process of making the on-disk state of the database consistent as of some point in time. In other words, Berkeley DB aggressively caches database pages in Mpool for performance. However, those pages must eventually get written to disk and the sooner we do so, the more quickly we will be able to recover in the case of application or system failure. This implies a trade-off between the frequency of checkpointing and the length of recovery: the more frequently a system takes checkpoints, the more quickly it will be able to recover. Checkpointing is a transaction function, so we'll describe the details of checkpointing in the next section. For the purposes of this section, we'll talk about checkpoint records and how the log manager struggles between being a stand-alone module and a special-purpose Berkeley DB component.

还有一些“特殊的”日志记录。检查点记录可能是这些特殊记录中最熟悉的。做检查点是使数据库的磁盘状态在某个时间点一致的过程。换句话说，Berkeley DB为了性能尽量将数据库页缓存在Mpool中。然而，这些页面最终必须被写到磁盘，而我们越早做这个，在应用或系统故障时我们就能更快得恢复。这意味着需要在做检查点的频率和恢复时间长短之间权衡：系统做检查点越频繁，它就能更快得恢复。做检查点是一个事务性功能，因为我们将在下一节介绍它的细节。就本节而言，我们将谈谈检查点记录以及日志管理器如何在成为一个独立的模块和一个专用的Berkeley DB组件之间挣扎的。

In general, the log manager, itself, has no notion of record types, so in theory, it should not distinguish between checkpoint records and other records—they are simply opaque byte strings that the log manager writes to disk. In practice, the log maintains metadata revealing that it does understand the contents of some records. For example, during log startup, the log manager examines all the log files it can find to identify the most recently written log file. It assumes that all log files prior to that one are complete and intact, and then sets out to examine the most recent log file and determine how much of it contains valid log records. It reads from the beginning of a log file, stopping if/when it encounters a log record header that does not checksum properly, which indicates either the end of the log or the beginning of log file corruption. In either case, it determines the logical end of log.

总之，日志管理器本身没有记录类型的概念，因此在理论上，它不需要区分检查点记录和其他的记录——它们都仅仅是需要日志管理器写到磁盘的不透明字节串。实际上，日志管理器维护了元数据，说明了它确实理解一些记录的内容。例如，在日志启动过程中，日志管理器检查所有它能找到的日志文件并且识别出最近写过的日志文件。它假定所有该文件之前的所有日志文件都是完整无缺的，然后开始检查最近的日志文件并确定它含有哪些有效的记录。它从日志文件的开头开始读，直到遇到一个不能正确校验的日志记录头才停下来，这意味着到了日志尾或日志文件损坏了。这两种情况都确定了日志的逻辑结尾。

During this process of reading the log to find the current end, the log manager extracts the Berkeley DB record type, looking for checkpoint records. It retains the position of the last checkpoint record it finds in log manager metadata as a "favor" to the transaction system. That is, the transaction system needs to find the last checkpoint, but rather than having both the log manager and transaction manager read the entire log file to do so, the transaction manager delegates that task to the log manager. This is a classic example of violating abstraction boundaries in exchange for performance.

在读取日志以找到当前日志尾的过程中，日志管理器抽取Berkeley DB的记录类型以寻找检查点记录。作为对事务系统的“帮忙”，它把找到的最后一个检查地点记录的位置保留在日志管理器的元数据中。也就是说，事务系统需要找到最后的检查点，但是与其让日志管理器和事务管理器都去读取整个日志来干这件事，事务管理器把该任务代理给了日志管理器。这是一个违背抽象边界而换来性能的典型例子。

What are the implications of this tradeoff? Imagine that a system other than Berkeley DB is using the log manager. If it happens to write the value corresponding to the checkpoint record type in the same position that Berkeley DB places its record type, then the log manager will identify that record as a checkpoint record. However, unless the application asks the log manager for that information (by directly accessing cached\_ckp\_lsn field in the log metadata), this information never affects anything. In short, this is either a harmful layering violation or a savvy performance optimization.

这个权衡意味着什么呢？假设Berkeley DB之外有个系统在使用日志管理器。如果它碰巧写了一个检查点日志类型对应的值到了Berkeley DB放置自己的记录类型的同一个位置，那么日志管理器将把该记录识别为一个检查点记录。然而，除非应用程序找日志管理要这些信息（通过直接读取日志元数据中的cached\_ckp\_lsn字段），这些信息不会影响任何事情。简而言之，这既不是一个有害的对分层的违背，也不是一个精明的性能优化。

File management is another place where the separation between the log manager and Berkeley DB is fuzzy. As mentioned earlier, most Berkeley DB log records have to identify a database. Each log record could contain the full filename of the database, but that would be expensive in terms of log space, and clumsy, because recovery would have to map that name to some sort of handle it could use to access the database (either a file descriptor or a database handle). Instead, Berkeley DB identifies databases in the log by an integer identifier, called a log file id, and implements a set of functions, called dbreg (for "database registration"), to maintain mappings between filenames and log file ids. The persistent version of this mapping (with the record type DBREG\_REGISTER) is written to log records when the database is opened. However, we also need in-memory representations of this mapping to facilitate transaction abort and recovery. What subsystem should be responsible for maintaining this mapping?

文件管理部分是日志管理器与Berkeley DB其他模块间的分离比较模糊的另一个例子。就像前面提到的一样，大部分Berkeley DB的日志记录需要标识一个数据库。每条日志记录都可能包含数据库的全名，但这样在日志空间的角度看将是很昂贵的，也比较难看，因为恢复将需要把这个名字映射到某种形式的句柄以便能够访问数据库（要么是一个文件描述符要么是一个数据库句柄）。实际上，Berkeley DB在日志中用一个整数标识数据库，称为一个日志文件ID，并实现了一系列的函数，统称为dbreg（database registration的简称），来维护文件名和日志文件ID的映射。当数据库被打开时，这个映射的持久化版本（记录类型为DBREG\_REGISTER）被写到日志记录中。然而，我们也需要这个映射的内存表示以支持事务的撤销和恢复。哪个子系统应该负责维护这个映射呢？

In theory, the file to log-file-id mapping is a high-level Berkeley DB function; it does not belong to any of the subsystems, which were intended to be ignorant of the larger picture. In the original design, this information was left in the logging subsystems data structures because the logging system seemed like the best choice. However, after repeatedly finding and fixing bugs in the implementation, the mapping support was pulled out of the logging subsystem code and into its own small subsystem with its own object-oriented interfaces and private data structures. (In retrospect, this information should logically have been placed with the Berkeley DB environment information itself, outside of any subsystem.)

理论上，文件到日志文件ID的映射是一个高层的Berkeley DB函数；它不属于任何一个子系统，子系统不应有全局概念。在最初的设计中，这些信息被留在日志子系统的数据结构中，因为日志系统看起来是最好的选择。然而，在不断地发现和修复实现中的缺陷时，这个映射支持被从日志子系统代码中抽取出来形成了它自己小子系统，有了自己的面向对象的接口和私有的数据结构。（回过来看，这些信息逻辑上本应该被放在Berkeley DB环境信息本身中，在所有子系统之外。）

***Design Lesson 13 设计教训13***

There is rarely such thing as an unimportant bug. Sure, there's a typo now and then, but usually a bug implies somebody didn't fully understand what they were doing and implemented the wrong thing. When you fix a bug, don't look for the symptom: look for the underlying cause, the misunderstanding, if you will, because that leads to a better understanding of the program's architecture as well as revealing fundamental underlying flaws in the design itself.

极少存在“不重要的Bug”这样的事情。确实，不时会有一些笔误，但通常一个Bug意味着有人没有完全理解他们在做的事情并实现错了。当你修复Bug时，不要仅看现象，要看底层的原因。如果你愿意的话，还应该看看产生误解的原因，因为这样可以更好的理解程序的体系结构并发现设计本身更本质的缺陷。

***4.9. The Transaction Manager: Txn 事务管理器：Txn***

Our last module is the transaction manager, which ties together the individual components to provide the transactional ACID properties of atomicity, consistency, isolation, and durability. The transaction manager is responsible for beginning and completing (either committing or aborting) transactions, coordinating the log and buffer managers to take transaction checkpoints, and orchestrating recovery. We'll visit each of these areas in order.

我们的最后一个模块是事务管理器，它把各个独立的模块联系在一起以提供事务的ACID属性（原子性、一致性、隔离性和持久性）。事务管理器负责事务的开始和结束（要么提交，要么撤销），协调日志管理器和缓冲区管理器做事务检查点并组织恢复。我们将按顺序逐一讨论这些领域。

Jim Gray invented the ACID acronym to describe the key properties that transactions provide [[Gra81](http://www.aosabook.org/en/bib1.html#bib:gray:trans)]. Atomicity means that all the operations performed within a transaction appear in the database in a single unit—they either are all present in the database or all absent. Consistency means that a transaction moves the database from one logically consistent state to another. For example, if the application specifies that all employees must be assigned to a department that is described in the database, then the consistency property enforces that (with properly written transactions). Isolation means that from the perspective of a transaction, it appears that the transaction is running sequentially without any concurrent transactions running. Finally, durability means that once a transaction is committed, it stays committed—no failure can cause a committed transaction to disappear.

Jim Gray发明了ACID这个缩写词来描述事务提供的关键属性 [[Gra81](http://www.aosabook.org/en/bib1.html#bib:gray:trans)] 。原子性的意思是一个事务中执行的所有操作在数据库中表现为一个单一的单元——它们要么都在数据库中，要么都不在。一致性的意思是事务把数据库从一个逻辑一致的状态转移到另一个。例如，如果应用程序要求每个员工都必须被安排到一个已在数据库中定义了的部门，那么一致性属性将会确保它（在事务正确书写时）。隔离性的意思是从每个事务的角度看，它就像是在没有任何其他并发事务在运行时顺序执行的。最后，持久性的意思是一旦事务被提交，它就保持提交状态——没有故障可以使得已经提交的事务消失掉。

The transaction subsystem enforces the ACID properties, with the assistance of the other subsystems. It uses traditional transaction begin, commit, and abort operations to delimit the beginning and ending points of a transaction. It also provides a prepare call, which facilitates two phase commit, a technique for providing transactional properties across distributed transactions, which are not discussed in this chapter. Transaction begin allocates a new transaction identifier and returns a transaction handle, DB\_TXN, to the application. Transaction commit writes a commit log record and then forces the log to disk (unless the application indicates that it is willing to forego durability in exchange for faster commit processing), ensuring that even in the presence of failure, the transaction will be committed. Transaction abort reads backwards through the log records belonging to the designated transaction, undoing each operation that the transaction had done, returning the database to its pre-transaction state.

事务子系统在其他子系统的协助下确保ACID属性。它采用传统的事务开始、提交和撤销操作来分隔事务的开始点和结束点。它也提供了一个prepare调用以实现两阶段提交，两阶段提交是在分布事务之间提供事务属性的技术，本章对此没有描述。事务开始要分配一个新的事务标识符并返回一个事务句柄DB\_TXN给应用程序。事务提交要写一个提交日志记录然后强制刷出日志到磁盘（除非应用程序表明它愿意放弃持久性以换取更快的提交处理），保证即使在出现故障时，事务也会被提交。事务撤销会反向读取属于对应事务的日志记录，撤销该事务已经做的每个操作，将数据库退回到该事务开始前的状态。

***4.9.1. Checkpoint Processing 检查点处理***

The transaction manager is also responsible for taking checkpoints. There are a number of different techniques in the literature for taking checkpoints [[HR83](http://www.aosabook.org/en/bib1.html#bib:haerder:recovery)]. Berkeley DB uses a variant of fuzzy checkpointing. Fundamentally, checkpointing involves writing buffers from Mpool to disk. This is a potentially expensive operation, and it's important that the system continues to process new transactions while doing so, to avoid long service disruptions. At the beginning of a checkpoint, Berkeley DB examines the set of currently active transactions to find the lowest LSN written by any of them. This LSN becomes the checkpoint LSN. The transaction manager then asks Mpool to flush its dirty buffers to disk; writing those buffers might trigger log flush operations. After all the buffers are safely on disk, the transaction manager then writes a checkpoint record containing the checkpoint LSN. This record states that all the operations described by log records before the checkpoint LSN are now safely on disk. Therefore, log records prior to the checkpoint LSN are no longer necessary for recovery. This has two implications: First, the system can reclaim any log files prior to the checkpoint LSN. Second, recovery need only process records after the checkpoint LSN, because the updates described by records prior to the checkpoint LSN are reflected in the on-disk state.

事务管理器也负责做检查点。在学术界有很多不同的技术来做检查点 [[HR83](http://www.aosabook.org/en/bib1.html#bib:haerder:recovery)] 。Berkeley DB采用了模糊检查点的一个变种。从根本上看，做检查点需要需要将缓冲区从Mpool中写到磁盘。这是一个很可能代价昂贵的操作，重要的是系统同时能继续处理新的事务以避免长时间的服务中断。在检查点开始时，Berkeley DB检查当前活动的事务集合以找到它们当中任何一个所写的最小的LSN。该LSN就是检查点LSN。事务管理器然后要求Mpool去刷新缓存中的脏页到磁盘，写这些缓冲可能会触发日志的刷出操作。在所有这些缓冲都被安全写到磁盘后，事务管理器会写一个包含检查点LSN的检查点记录。该记录表明在检查点LSN之前的日志记录描述的所有操作现在都安全的存在磁盘上了。因此，在检查点LSN之前的日志记录就不再需要用来恢复了。这有两重意思：第一，系统可以回收检查点LSN之前的任意日志文件。第二，恢复只需要处理检查点LSN之后的日志记录。因为检查点LSN之前的日志记录所描述的更新已经被反映在磁盘状态中了。

Note that there may be many log records between the checkpoint LSN and the actual checkpoint record. That's fine, since those records describe operations that logically happened after the checkpoint and that may need to be recovered if the system fails.

注意在检查点LSN和实际的检查点记录之间可能存在很多的日志记录。这没什么问题，因为那些记录描述的操作逻辑上发生在检查点之后，因此如果系统故障了还是需要做恢复的。

***4.9.2. Recovery 恢复***

The last piece of the transactional puzzle is recovery. The goal of recovery is to move the on-disk database from a potentially inconsistent state to a consistent state. Berkeley DB uses a fairly conventional two-pass scheme that corresponds loosely to "relative to the last checkpoint LSN, undo any transactions that never committed and redo any transactions that did commit." The details are a bit more involved.

事务性难题的最后一个部分是恢复。恢复的目标是将磁盘数据库从一个可能不一致的状态转到一个一致的状态。Berkeley DB采用一个相当传统的两遍模式，大致对应于“相对于最后的检查点LSN，撤销所有没有提交的事务并重做所有已经提交的事务”。后面将介绍更多的细节。

Berkeley DB needs to reconstruct its mapping between log file ids and actual databases so that it can redo and undo operations on the databases. The log contains a full history of DBREG\_REGISTER log records, but since databases stay open for a long time and we do not want to require that log files persist for the entire duration a database is open, we'd like a more efficient way to access this mapping. Prior to writing a checkpoint record, the transaction manager writes a collection of DBREG\_REGISTER records describing the current mapping from log file ids to databases. During recovery, Berkeley DB uses these log records to reconstruct the file mapping.

Berkeley DB需要重新构造从日志文件ID到实际的数据库之间的映射以便它可以重做和撤销数据库中的操作。日志中包含了DBREG\_REGISTER日志记录的完整历史，但是数据库会长时间处于打开状态，我们不想保留整个数据库打开期间的日志文件，而需要一个更有效的方法来访问这个映射。在写检查点记录前，事务管理器写下一组DBREG\_REGISTER记录来描述当前的从日志文件ID到数据库的映射。在恢复期间，Berkeley DB使用这些日志记录去重新构造文件映射。

When recovery begins, the transaction manager probes the log manager's cached\_ckp\_lsn value to determine the location of the last checkpoint record in the log. This record contains the checkpoint LSN. Berkeley DB needs to recover from that checkpoint LSN, but in order to do so, it needs to reconstruct the log file id mapping that existed at the checkpoint LSN; this information appears in the checkpoint *prior* to the checkpoint LSN. Therefore, Berkeley DB must look for the last checkpoint record that occurs before the checkpoint LSN. Checkpoint records contain, not only the checkpoint LSN, but the LSN of the previous checkpoint to facilitate this process. Recovery begins at the most recent checkpoint and using the prev\_lsn field in each checkpoint record, traverses checkpoint records backwards through the log until it finds a checkpoint record appearing before the checkpoint LSN. Algorithmically:

当恢复开始时，事务管理器检查日志管理器的cached\_ckp\_lsn值来判断最后一个检查点记录的位置。该记录包含检查点的LSN。Berkeley DB需要从该检查点LSN开始恢复，但是为了做这件事，它需要重新构造在该检查点LSN处的日志文件ID映射；这些信息在该检查点LSN之前的检查点记录中。因此，Berkeley DB必须查找在该检查点LSN之前的最近一个检查点记录。检查点记录不仅包含了检查点LSN，还有前一个检查点的LSN（以支持这个查找过程）。恢复从最近的检查点开始，采用每个检查点记录中的prev\_lsn字段去反向遍历日志直到它找到了一个出现在检查点LSN之前的检查点记录。算法如下：

ckp\_record = read (cached\_ckp\_lsn)

ckp\_lsn = ckp\_record.checkpoint\_lsn

cur\_lsn = ckp\_record.my\_lsn

while (cur\_lsn > ckp\_lsn) {

ckp\_record = read (ckp\_record.prev\_ckp)

cur\_lsn = ckp\_record.my\_lsn

}

Starting with the checkpoint selected by the previous algorithm, recovery reads sequentially until the end of the log to reconstruct the log file id mappings. When it reaches the end of the log, its mappings should correspond exactly to the mappings that existed when the system stopped. Also during this pass, recovery keeps track of any transaction commit records encountered, recording their transaction identifiers. Any transaction for which log records appear, but whose transaction identifier does not appear in a transaction commit record, was either aborted or never completed and should be treated as aborted. When recovery reaches the end of the log, it reverses direction and begins reading backwards through the log. For each transactional log record encountered, it extracts the transaction identifier and consults the list of transactions that have committed, to determine if this record should be undone. If it finds that the transaction identifier does not belong to a committed transaction, it extracts the record type and calls a recovery routine for that log record, directing it to undo the operation described. If the record belongs to a committed transaction, recovery ignores it on the backwards pass. This backward pass continues all the way back to the checkpoint LSN[1](http://www.aosabook.org/en/bdb.html#footnote-1). Finally, recovery reads the log one last time in the forward direction, this time redoing any log records belonging to committed transactions. When this final pass completes, recovery takes a checkpoint. At this point, the database is fully consistent and ready to begin running the application.

从前面的算法找到的检查点开始，恢复算法顺序读取到日志尾以重新构造日志文件ID映射。当它到达日志尾时，映射应该准确的对应系统停止时存在的映射。也是在这个阶段中，恢复算法跟踪遇到的每个事务提交记录，记录它们的事务标识。所有有日志记录但是其日志标识未在事务提交记录中出现的事务要么是被回滚了，要么是从未完成从而也应被视为回滚了。当恢复到日志尾时，它调转方向并开始反向读取日志。对于遇到的每个事务日志记录，它抽取出事务标识并构造出已经提交事务的列表，以决定该记录是否该被回滚。如果它找到事务标识不属于提交的事务，就抽取出记录类型并且调用一个该日志记录的恢复例程，指导它去撤销对应的操作。如果该记录属于一个已提交的事务，恢复在反向扫描时忽略它。反向扫描一直进行到检查点LSN[1](http://www.aosabook.org/en/bdb.html#footnote-1)（Notes：这里有个脚注）。最终，恢复再以正向方式最后读一遍日志，这次重做所有属于已提交事务的日志记录。当这最后一个阶段完成时，恢复做一个检查点。此时，数据库完全一致了，可以开始运行应用程序了。

Thus, recovery can be summarized as:

总之，恢复可以被总结为：

1. Find the checkpoint prior to the checkpoint LSN in the most recent checkpoint
2. Read forward to restore log file id mappings and construct a list of committed transactions
3. Read backward to the checkpoint LSN, undoing all operations for uncommitted transactions
4. Read forward, redoing all operations for committed transactions
5. Checkpoint
6. 找到最近检查点记录中检查点LSN之前的那个检查点
7. 正向读取日志以恢复日志文件ID映射并构造出已提交事务的列表
8. 反向读取日志到检查点LSN，撤销未提交事务的所有操作
9. 正向读取日志，重做已提交事务的所有操作
10. 做检查点

In theory, the final checkpoint is unnecessary. In practice, it bounds the time for future recoveries and leaves the database in a consistent state.

理论上，最后一个检查点是不必要的。实际上，它减少了未来的恢复的时间并使得数据库处于一个一致的状态。

***Design Lesson 14 设计教训14***

Database recovery is a complex topic, difficult to write and harder to debug because recovery simply shouldn't happen all that often. In his Turing Award Lecture, Edsger Dijkstra argued that programming was inherently difficult and the beginning of wisdom is to admit we are unequal to the task. Our goal as architects and programmers is to use the tools at our disposal: design, problem decomposition, review, testing, naming and style conventions, and other good habits, to constrain programming problems to problems we *can* solve.

数据库恢复是一个复杂的主题，很难写，更难调试，因为恢复根本不会频繁的发生。在他的图灵奖演讲中，Edsger Dijkstra认为编程天生很难，承认我们不擅此道是智慧的开端。我们作为架构师和程序员的目的是使用我们所掌握的工具：设计、问题分解、评审、测试、命名和风格规范以及其它好的习惯来限制编程问题为我们能解决的问题。

***4.10. Wrapping Up 结束语***

Berkeley DB is now over twenty years old. It was arguably the first general-purpose transactional key/value store and is the grandfather of the NoSQL movement. Berkeley DB continues as the underlying storage system for hundreds of commercial products and thousands of Open Source applications (including SQL, XML and NoSQL engines) and has millions of deployments across the globe. The lessons we've learned over the course of its development and maintenance are encapsulated in the code and summarized in the design tips outlined above. We offer them in the hope that other software designers and architects will find them useful.

Berkeley DB现在已经年满20岁了。它可以说是第一个通用的事务性键/值存储，也是NoSQL运动的鼻祖。Berkeley DB继续作为几百个商业产品和几千个开源应用软件（包括SQL、XML和NoSQL引擎）的底层存储系统，并在全球有几百万个部署。我们在它的开发和维护过程中所学到的经验教训都体现在代码和上面总结的设计提示中了。我们分享并希望其他的软件设计者和架构师发现它们有用。

***Footnotes 脚注***

1. Note that we only need to go backwards to the checkpoint LSN, not the checkpoint record preceding it.  
   请注意我们只需要返回到检查点LSN，而不是它前面的检查点记录。